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Abstract
Generally, a fair division problem is a situation where there are some objects that need to be distributed among a group of people, or players.   In order to divide the objects, an allocation method may be used.  Under some circumstances, money can help to compensate players in order to acquire objects.  However, there may be cases when some players do not have enough money to meet the required compensations, thus, a different way to allocate the goods must be found.  This paper explores the First Price Auction when there are several divisible and homogeneous objects and given money allowances for each player.  A first price auction allocation is shown to be efficient.
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1. The Problem 
A fair division problem consists of dividing a set of goods and trading money among a number of people, which are called players.  In fair division, the purpose is to distribute goods and money in such a way that each player receives a “fair share” of the set of goods and money.  More formally, there is a set of players N which consists of players i, where i = 1, 2, ..., n. The set of goods L consists of goods  j, where  j = 1,2,,.., l.  Each player  i  has placed a monetary value,  aij,  on object  j  such that  aij ≥ 0,  which means the valuation  aij  of the  ith player for the  jth good is nonnegative.  In this research, only homogenous and divisible goods are taken into account.  Furthermore, there is the assumption that each player is willing to give or receive money to help compensate for the allocation of goods; however, player  i is not willing to give more than  ci ≥ 0, where  ci  could be as high as  ∞.
An allocation will be represented by (x, r).  The components that comprise an allocation are xij (the fraction that player i receives for the jth good) and ri (the amount of money spent). When ri  is positive, player i is paying money; in contrast, money is given to player i when the ri  is negative.  Thus, an allocation, (x, r), is defined by the following constraints:

· xij ≥ 0 , each fraction the player  i  receives should be nonnegative;
· 
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, every good  j  has to be totally distributed among the players;

· ri ≤  ci , the budget constraint that limits how much player  i  can spend; 

· 
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, profit made should be distributed back among the players

The value of each player’s allocation, vi(x, r), is represented by the following utility function,
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2. First-Price Auction Method
In the First-Price Auction Method, the goods are sold to the highest bidder granted that there is no monetary constraint.  In other words, ci = ∞ for each player i, with i = 1, 2,…, n.  For each object j, the player who placed the highest bid must place the money into a pot, which is later divided evenly by n, the number of players.  The main goal of the first-price auction method is to give all of the players an equal allocation. That is, v1 = v2 = … = vn.   In the example below, we will approach the problem where the players have an infinite amount of money to spend.  
Example 1:
Assume that there are three players, n = 3: Alex, Beth and Chris.  Alex is denoted as player 1, i = 1, Beth as player 2, i = 2, and Chris as player 3, i = 3.   We have the following homogeneous and divisible goods, l = 3, to be distributed: a cheesecake, a pizza, and pasta. Labeling the goods in the same way as the players it would be j = 1, j = 2, and j = 3, respectively.  Each player i gives a valuation on each of the l goods j, which is shown in the table below
Table 2.1
	aij (xij)
	Cheesecake (j =1) 
	Pizza

(j =2) 
	Pasta

(j =3) 
	ci (ri)

	Alex (i =1)
	5(0)
	22(1)
	19(0)
	∞(1)

	 Beth(i =2)
	13(1)
	6(0) 
	3(0)
	∞ (-3)

	Chris (i =3)
	4(0)
	18(0)
	25(1)
	∞ (2)


Recall that there is an infinite amount of money for every player.  In this situation, each good should be sold to the highest bidder: the pizza goes to Alex (x21  = 1), the cheesecake to Beth (x12  = 1), and the pasta goes to Chris (x33  = 1).  This allocation gives a profit of 22 + 13 + 25 = 60, which is divided equally and given back to each of the players. Therefore, r = [ 22 – 60/3 , 13 – 60/3, 25 – 60/3] = [2, -7, 5].  The values of the bundles are calculated by using the utility function from the previous section.   The valuations for each player are as follows:
v1 = a11 x11 + a12 x12 + a13 x13 –  r1 = 22*1 – 2 = 20
v2 = a21 x21 + a22 x22 + a23 x23 –  r2 = 13*1 – (- 7) = 20
v3 = a31 x31 + a32 x32 + a33 x33 –  r3 = 25*1 – 5 = 20
From this example player 1, Beth, is the only one that receives money while Alex and Chris have to spend money.  What if the budget constraint for this example would be c = [1, 2, 2].  In other words, what if Alex has only 1 unit while Chris do not have more than 2 units each to pay back? 
Now, the players have given more preferences.  Each player has stated a spending allowance, c = [1, 2, 2].  Thus, a new method has to be used.  The new method is to choose an optimal allocation, (x, r), to the following linear program: 
                    Maximize λ subject to

· vi(x, r) = λ, i = 1, 2,…, n

· (x, r) is allocation
(LP)
The table below represents an allocation of the goods and money according to the preferences of the players.  
Table 2.2
	aij (xij)
	Cheesecake (j =1) 
	Pizza

(j =2) 
	Pasta

(j =3) 
	ci (ri)

	Alex (i =1)
	5(0)
	22(0.7)
	19(0)
	1(-1/15)

	 Beth(i =2)
	13(1)
	6(0.3) 
	3(0.4)
	2(8/15)

	Chris (i =3)
	4(0)
	18(0)
	25(0.6)
	2(-7/15)


When the values for the players are calculated, the values yielded are
v1 = a11 x11 + a12 x12 + a13 x13 + m1 = 5*0 + 22*(0.7) + 19*0 – (-1/15) = 232/15

v2 = a21 x21 + a22 x22 + a23 x23 + m2 = 13*1 + 6*(0.3) + 3*(0.4) – (8/15) = 232/15

v3 = a31 x31 + a32 x32 + a33 x33 + m3 = 4*0 + 18*0 + 25*(0.6) – (-7/15) = 232/15.
Although all of the values are equal and are within the limits of the allowances, these allocations are not optimal.  The allocation in table 2.2 would be feasible.  A feasible allocation is an allocation (x,r) that satisfies the constraints of a linear program.  However, a feasible allocation need not be an optimal allocation.  The next allocation (Table 2.3) would be the optimal allocation since it adheres to the linear program.  Table 2.1 would be neither a feasible allocation (goes above allowances) nor an optimal allocation (does not follow constraints of linear program). 
Each of the player’s allocation under this new budget constraint, c = [1, 2, 2], would give the following results: Beth would still get the cheesecake (j = 1).  Alex cannot pay 2 units since he only has 1 unit.  Likewise, Chris, who also cannot pay the 5 units, has only 2 units that he can spend.  Thus, neither player can be awarded the entire item, which he desires.  In the table below are the allocations under the constraints.

Table 2.3
	aij (xij)
	Cheesecake (j =1) 
	Pizza

(j =2) 
	Pasta

(j =3) 
	ci (ri)

	Alex (i =1)
	5(0)
	22(278/407)
	19(83/407)
	1(1)

	 Beth(i =2)
	13(1)
	6(129/407) 
	3(0)
	2(-3)

	Chris (i =3)
	4(0)
	18(0)
	25(324/407)
	2(2)


The values in parenthesis are the allocation values. Thus, Alex would only receive 278/407 of the pizza (x12 = 278/407) while Chris receives 324/407 of the pasta (x33 = 324/407).  The remainder of the pizza is sold to Beth (x22 = 129/407) and the rest of the pasta is given to Alex (x13 = 83/407). The allocation of goods yields a profit of 13 + 6*(129/407) + 22*(278/407) + 19*(83/407) + 25*(324/407) = 21858/407 ≈ 53.7052, which should be divided equally and given back to each of the players. When 21858/407 is divided by 3, the value of each player’s allocation is yielded.  This value is 7286/407.  Therefore, r = [ (22*(278/407) + 19*(83/407)) – (7286/407), (13 + 6*(129/407)) – (7286/407), ( 25 *(324/407) – (7286/407))] = [1, -3, 2].  The new valuations for the allocations are the following:
v1 = a11 x11 + a12 x12 + a13 x13 + m1 = 5*0 + 22*(278/407) + 19*(83/407)  – 1 = 7286/407
v2 = a21 x21 + a22 x22 + a23 x23 + m2 = 13*1 + 6*(129/407) + 3*0 – (-3) = 7286/407
v3 = a31 x31 + a32 x32 + a33 x33 + m3 = 4*0 + 18*0 + 25*(324/407) – 2= 7286/407
3. Efficiency
An allocation is efficient if there is no other allocation that is strictly better for at least one player and as good for all the others.  An allocation, (y, s) that is better than an allocation (x, r), if
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for some player k.  If this situation is possible, then the allocation, (x, r), is not efficient.
Theorem: A first price allocation is an efficient allocation.

Proof.  Suppose an allocation (x,r) is an efficient allocation and λ is the value for all players i, i = 1, 2,…,n.  We will show that (x,r) is efficient by doing a proof by contradiction.  Thus, let’s assume that (x,r) is not efficient.  Therefore, we have an allocation (y,s) that is better than (x,r).  Hence, we have a player k such that
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and for players i, when i ≠ k,
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If vi(y,s) = vk(y,s) for all players i ∈N, then (y,s) is a feasible solution to (LP).  Thus it would satisfy vi(y,s) > λ, which contradicts (x,r) being an optimal solution.  If vi(y,s) ≠ vk(y,s), then perform the following procedure to obtain some new allocation.
Let L be the set of all players with the lowest values.  Let k be the player with the highest value.  If sk < ck, then ε > 0 money should be given to each player in set L and |L| ε subtracted from player k.  Continue to do so until either (1) the players in set L have values equal to the value of some player that is not in set L, at which L needs to be redefined to include the new player, or (2) player k has spent sk = ck.  If (1) occurs, then repeat the process.  When (2) happens, player k’s is still the larger than the players in set L.  For that reason, player k must possess some positive amount of an object j.  Have player k distribute object j such that ε/ aij is given to each player in set L. Continue to distribute object j until (3) player k no longer has any of object j or (4) players in set L have values equal to the value of player k. If (3) occurs, then choose another object to distribute.  Since there is a finite number of object, eventually L = N.  Consequently,
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for all players i∈N.
Furthermore, the allocation (y,s) is a feasible solution to (LP).  However,
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Therefore, (x,r) is not an optimal allocation, which is the contradiction.  In conclusion, a first price allocation is an efficient allocation.

(
4. Maple Calculations
4.1.1 no budget constraint applied
>firstprice:=

proc(n,l,A)

  local constraints,v,x,r,lambda;

  constraints :={

    seq(v[i]=sum(A[i,j]*x[i,j],j=1..l)-r[i],i=1..n),

    seq(seq(x[i,j]>=0,j=1..l),i=1..n),

    seq(sum(x[i,j],i=1..n)=1,j=1..l),

    sum(r[i],i=1..n)=0,

    seq(v[i]=lambda,i=1..n)};

    maximize(lambda,constraints);

end proc:
> n:=3;

l:=3;

a:=[[5,22,19],[13,6,3],[4,18,25]];
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> firstprice(n,l,a);
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4.1.2 with budget constraint
>firstpricebudget:=

proc(n,l,A,c)

  local constraints,v,x,r,lambda;

  constraints:={

   seq(v[i]=sum(A[i,j]*x[i,j],j=1..l)-r[i],i=1..n),

   seq(v[i]=lambda,i=1..n),

   seq(seq(x[i,j]>=0,j=1..l),i=1..n),

   seq(sum(x[i,j],i=1..n)=1,j=1..l),

   seq(r[i]<=c[i],i=1..n),

   sum(r[i],i=1..n)=0};

maximize(lambda,constraints);

end proc:
> n:=3;

l:=3;

A:=[[5,22,19],[13,6,3],[4,18,25]];

c:=[1,2,2];
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> firstpricebudget(n,l,A,c);
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5. Conclusion
The purpose of the first price auction method is to give all the players an equal yet maximized value for their allocation based on their preferences.  Through the proof, any allocation yielded by this method is an efficient allocation.  
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